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Introduction:

Scalar �elds, i.e. f : Rn → R functions, are used in a wide range of applications as means to represent
quantities such as height maps, implicit surfaces, and radiance maps. A potential representation of these
�elds is to store the function in symbolic form or as procedural code, and evaluate it when a sample
is needed. However, this is not always possible � either we do not know the exact function or it is too
complicated and cannot be stored easily. The practical alternative is to sample the original �eld and
discretize it. We then store the samples and if we need to evaluate the �eld at an arbitrary location, we
read the nearby samples and use an interpolation method. We call this step �ltering. The discrete �eld
therefore consist of three parts: the sample positions, the stored data, and the reconstruction method.

The simplest sample arrangement is a regular axis-aligned grid, and the simplest sample is the function
value at the sample location. On a regular cubic grid, multi-linear (tensor product linear) interpolation
can be used to �ll the space between the samples. This is bilinear interpolation for two, and trilinear
interpolation for three dimensions. The sample positions are vertices of cells, and interpolation methods
usually de�ne polynomials inside cells.

Our main contributions are 1) formalism for Hermite interpolation independent of dimension and
order, 2) a generalization of the Adini twist calculation method to 3D domain, and 3) we applied the
interpolation method and mixed partial derivative calculation for implicit surface representation and
rendering.

Hermite interpolated �elds:

The smoothness of the reconstructed functions is often important for the application. However, multi-
linear interpolation only guarantees C0-continuity along cell boundaries. Various interpolation techniques
exist that ensure a higher order of continuity [3] at the expense of requiring more samples. Instead, we
propose to store partial derivative data in the samples and guarantee higher order continuity using
Hermite interpolation based on only the closest samples of the grid.

In one dimension, the order n Hermite interpolation problem (n ∈ N) can be stated as follows. Given
f0
0 , f

0
1 , f

1
0 , f

1
1 , . . . , f

n
0 , f

n
1 ∈ R, �nd a polynomial p of degree 2n+ 1 such that

∀x ∈ {0, 1} : p(x) = f0
x , p′(x) = f1

x , p′′(x) = f2
x , . . . , p(n)(x) = fn

x . (2.1)

The problem can be solved directly by using the order n Hermite polynomials which we describe next.
Let n ∈ N be the maximal order. We de�ne the order n Hermite polynomials through a set of equations.
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De�nition 1. The order n Hermite polynomial of base position x interpolating the k-th derivative (k ∈
{0, 1, . . . , n} and x ∈ {0, 1}) is αk,n

x : R → R. The de�ning equations for αk,n
x are

∀j ∈ {0, 1, . . . , n} : ∀y ∈ {0, 1} : (αk,n
x )(j)(y) = δk,jδx,y, (2.2)

where f (j) is the jth derivative of f and

δa,b =

{
1, a = b,

0, a ̸= b.
(2.3)

This means that the values and the derivatives of αk,n
x are zero at 0 and 1 except for the k-th

derivative at x, where it is 1. The number of order n Hermite polynomials is therefore 2n + 2 � one for
each interpolated position and derivative up to n. As there are 2n + 2 equations for each polynomial,
there is a unique polynomial of degree 2n+ 1 satisfying all requirements for each (k, n, x) triplet.

The following polynomial solves the interpolation problem in Equation (2.1)

p(x) =

1∑
i=0

n∑
k=0

fk
i · αk,n

i (x) x ∈ [0, 1]. (2.4)

These polynomials can be de�ned in higher dimensional space as well. In N dimensions, we can use
the tensor-product of the basis polynomials to de�ne the new basis functions:

αk,n
y (x) =

N∏
m=1

αkm,n
ym

(xm), where y ∈ {0, 1}N ,k ∈ {0, 1, . . . , n}N ,x ∈ [0, 1]N . (2.5)

These multivariate polynomials have similar interpolating properties as their one-dimensional coun-
terparts:

∀x,y ∈ {0, 1}N ,∀j,k ∈ {0, 1, . . . , n}N : ∂jαk,n
y (x) = δx,y · δj,k. (2.6)

Using these polynomials, we can solve a similar problem to Equation (2.1). Given function values and
partial derivatives in the vertices of the unit hypercube (square in 2D, cube in 3D), we can interpolate
all values with the following multivariate polynomial

p(x) =
∑

y∈{0,1}N

∑
k∈{0,1,...,n}N

fk
y · αk,n

y (x) x ∈ [0, 1]N , (2.7)

where ∀y ∈ {0, 1}N ,∀k ∈ {0, 1, . . . , n}N : fk
y ∈ R.

Using Hermite interpolation we can guarantee higher order continuity. We keep the regular grid of
the sample positions, but store the discussed partial derivatives besides the function value. Inside the
cells Hermite interpolation is used, and the shared samples of neighbouring cells guarantee the desired
higher order continuity.

First order Hermite �elds in 3D:

In practice, for three-dimensional use cases, it is often enough to store the �rst order derivatives. More
speci�cally, to reduce the amount of data, we can discard mixed partial derivatives, as their contribution
to the �nal interpolated value is usually smaller. This means that instead of 8 values, we only store the
function value and the three partial derivatives corresponding to each axis for each sample position.

The mixed partial derivatives can be either assumed to be zero or approximated based on the stored
data. The �rst option is similar to how Ferguson patches [2] are constructed, and as such we call it
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(a) Res: 83, Trilinear (b) Res: 163, Trilinear

(c) Res: 83, Ferguson-Hermite (d) Res: 83, Hermite with Adini-twist

Fig. 1: 3D example of an implicit surface stored as a discrete �eld. The trilinear case only interpolates
the function value, while Hermite-interpolation interpolates the �rst derivatives as well. 1c) assumes zero
twist, and 1d) calculates an approximated mixed partial derivatives similarly to the Adini method.

Ferguson-Hermite interpolation. Although zeroing the mixed partial derivatives can be a sensible choice,
it often results in visible �at spots in the interpolated result. See Figure 1c and 1d for a comparison.
Note the �wrinkles� and the slightly more angular silhouette in the �rst image where mixed partials are
zeroed out.

For better approximation, and therefore better visual quality, the missing partial derivatives can be
either calculated from the original function � or approximated from the rest of the stored data. We
propose a particular instance of the latter in three dimensions. Our method is similar to how the Adini
twist vectors [2] are de�ned for parametric surfaces. For parametric surface patches, the Adini twist is
de�ned by �tting a Coons patch [1] to the boundary of the four neighbouring patches, and evaluating
the mixed partial derivative at the appropriate parameter value. For applying this to our scalar �led in
three dimensions, we �rst de�ne the 3D equivalent of the Coons patch, then we �t a Coons volume to the
surrounding 8 cells of a sample, and �nally evaluate the partial derivatives of the interpolating function
in the middle point. These partial derivatives will then be used as the missing values for the Hermite
interpolation.
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(a) 2D domain: parametric surface patch (b) 3D domain: implicit surface

Fig. 2: Values needed for the Adini twist calculation. To calculate the mixed partial derivatives at the
center sample (magenta), we need to use the function value at the corner samples (yellow), and the
function value and partial derivatives at the edge midpoint samples (red, green and blue).

For ease of notation, let us denote linear interpolation between two values a0 and a1 as

∑
u,i

ai :=

1∑
i=0

(1− u)1−iuiai = (1− u)a0 + ua1. (2.8)

Using this, we de�ne the Coons-volume s : [0, 1]3 → R as

s(u, v, w) =
∑
v,j

∑
w,k

s(u, j, k) +
∑
u,i

∑
w,k

s(i, v, k) +
∑
u,i

∑
v,j

s(i, j, w)− 2
∑
u,i

∑
v,j

∑
w,k

s(i, j, k), (2.9)

where s(u, j, k), s(i, v, k), s(i, j, w) are the given function values to interpolate along the edges of the cube,
and s(i, j, k) are the values at the vertices of the cube. Similarly to the Coons patch, we �rst interpolate
the parallel edges of the domain for the whole volume in each dimension, and subtract the interpolation
of the vertices, so the �nal volume patch interpolates all given entities.

We then use the Coons volume to derive the missing mixed partial derivatives for our Hermite inter-
polation, akin to the Adini twist method. For the calculation at each sample position, we �t a Coons
volume to the 8 cubic cells surrounding the point � the point is a vertex of each cell as shown in Figure 2b.
The values at the vertices of the cube are given by the sample values, while the values along the edges are
the Hermite interpolated function values. Each edge therefore consists of two cubic polynomial segments.
Then we calculate the partial derivatives of the interpolating volume at the center point. For this, we
need to calculate the partial derivatives of the function along the edges but only at the center points
which coincide with the given gradient values of the grid. To summarize, for the �nal calculated mixed
derivatives (∂uvs, ∂uws, ∂vws, ∂uvws), we need the function value at the vertices, and the function value
and partial derivative in the edge direction at the edge middle points. The required function values and
derivatives are shown in Figure 2b.
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Optimization for direct rendering:

For direct rendering of implicit surfaces, one needs to �nd the �rst intersection point of a ray and the
surface. Formally, the parametric form of the ray is p(t) = p0 + tv, where p0 ∈ R3 is the starting point,
v ∈ R3 ray direction, and 0 < t ∈ R is the ray parameter. If f : R3 → R is the implicit representation of
the surface then the parameter of an intersection point satis�es f(p(t)) = 0. For rendering, we need the
�rst of these, i.e. the smallest positive t value. There are many algorithms to �nd the intersection point
and they usually depend on sampling the value of the f function along the ray. If we use the order 1
constructions discussed above, we can directly calculate a degree 9 polynomial in t for each cell the ray
travels through, and use the exact polynomial for a more robust root �nding algorithm.

A further possible optimization, that may be precalculated, is to decide if a whole cell is empty, or
more precisely, if it does not contain any surface points. First, we can check whether there are two
vertices of the cell, where the function values have di�erent sign � in which case the surface crosses
the cell. Otherwise, we transform the Hermite representation into the Bernstein basis. If all Bernstein
coe�cients have the same sign, the cell is empty, due to the convex hull property of the basis. In the
other cases, we may subdivide the cell and evaluate the previous two steps for each subcell if needed.

Conclusions:

We implemented the �rst order Hermite interpolation methods for 3D implicit surface rendering on
the GPU. The Ferguson-Hermite interpolation method proved to be a high performance method. The
generalized Adini twist calculation method increases visual quality, however, with diminishing margins
as resolutions increase and at a reduced frame rate. In practice, the Adini method is only viable in
real-time if the mixed partials are precalculated. It must be taken into account that this increases the
per-sample data size twofold, and we measured an average increase in frame times up to 1.5x compared
to the Ferguson-Hermite method. The higher order constructions can be used as a form of compression,
in which case the stored data is processed before sampling. For example, it may be resampled as a higher
resolution order 0 �eld � only function values � and interpolated with hardware accelerated multi-linear
interpolation.
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