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Introduction:
Since they were �rst introduced in 1987, STL �les have remained the most popular 3D �le format for
3D data exchange. The use of STL �les has increased in recent years with the popularity of 3D printing
where it is the �le format of choice [10, 11]. The STL �le format is also very simple, which makes it easy
to read from and write to, thus enabling widespread support across all CAD/CAM/CAE products.

STL �les are also popular in Computer Aided Manufacturing (CAM) [15] (primarily due to security
concerns), where a majority of parts are still manufactured using two and three-axis machining techniques
[1], and where the information required for manufacturing can be obtained from STL �les. Manufacturing
is often outsourced to manufacturing shops, that may not have the same level of security [17]. It is of
competitive importance to protect the original parametric part designs [8], and STL �les, which encode in
them the very minimal amount of 3D geometry required for manufacturing, are often a preferred format
for sharing this information, despite several limitations [5].

CAM applications can, however, signi�cantly bene�t if the STL �le is face-segmented [2]. An accu-
rately face-segmented model allows the CAM programmer to quickly select regions in a part for selective
processing [3]. For example, the user may want to generate di�erent toolpaths and operations for di�er-
ent pockets, holes, and other features, which would require the user to select all the triangles comprising
these features. However, a particular feature geometry may be de�ned by thousands of triangles, and
selecting these manually can be tedious.

Reverse Engineering and Mesh Segmentation:
There are various reasons why one may want to reverse engineer STL �les [7, 12], but this process is very
di�cult to automate when accurate segmentation is required [9]. Traditional methods for mesh segmena-
tion include region growing, hierarchical clustering, and spectral clustering, each with its own strengths
and limitations [16, 2]. Region growing methods, begin with seed components and iteratively expand
clusters based on geometric features, but they can be sensitive to seed selection and may struggle with
noisy data [13]. Spectral clustering approaches utilize the eigenvalues of the Laplace-Beltrami operator
to partition meshes, o�ering robustness to topological variations. However, they can be computationally
intensive [4]. With the advent of deep learning, supervised methods have emerged, such as Graph Convo-

Proceedings of CAD'25, Shenzhen, China, June 23-25, 2025, 17-23
© 2025 U-turn Press LLC, http://www.cad-conference.net

http://www.cad-conference.net


18

Fig. 1: Left: Typical tessellation of a CAD-generated STL. Middle and Right: Segmentation results of
relatively simple STLs.

lutional Neural Networks (GCNNs), which treat meshes as graphs and learn to segment them e�ectively.
These methods can capture complex patterns but require substantial labeled data for training [14].

In traditional mesh segmentation methods and their applications high-accuracy is not required or
expected. However, with CAD-generated STL �les, for use in downstream applications like CAM, the
expectation is that the faces should be accurately segmented with perfect boundaries. Popular approaches
like region growing and clustering work well on meshes obtained from a diverse range of domains but are
not very accurate on CAD-generated STL �les where is tessellation is highly non-uniform. In this paper
we describe a method for robustly segmenting STL �les generated from parametric CAD applications.
We use an often overlooked property of such �les, namely, that here the facets comprising a face are stored
contiguously. Leveraging this we describe an algorithm that can incorporate multiple edge identi�cation
rules for robust segmentation results. We also brie�y describe a visual correction and inspection tool that
can help correct any segmentation issues.

Robust Segmentation of CAD-generated STL:
In general, in STL �les the triangles are stored in arbitrary order. When STL �les are generated from non-
parametric CAD applications, the order of triangles in the STL �le is unpredictable and depends on the
algorithm used. STLs generated from parametric CAD applications, on the other hand, are triangulated
face-by-face and have a certain tessellation aesthetic that is readily apparent (see Fig. 1 (left)).

Due to the face-by-face triangulation, the tesselation of each face is stored in a contiguous section
but the faces themselves may follow in an arbitrary order. For example, if δi represents the triangles
comprising the ith face in the CAD �le (say, comprising of n faces), then the triangles in the STL will
be stored as (δ1, δ2, δ3, · · · , δn). One way, therefore, to segment the faces would be to identify the
boundaries between a pair of neighboring contiguous sections (that is, between say δi and δi+1), that is
to determine in the list of triangles in an STL �le where one face ends and the next face starts.

This signi�cantly simpli�es the face segmentation problem by constraining the result. For example,
a segmentation where the triangles are not contiguous is wrong. Additionally, in the segmentation
each region must have a connected outer loop and zero or more connected inner loops. If these loops
are not complete, then the segmentation is likely still incomplete. These constraints are inviolable in
CAD-generated STLs. In the next section we explain how these constraints can be used to develop a
segmentation algorithm.

Segmentation Algorithm Overview:
Our method needs at least one heuristic for identifying edges at face boundaries. These heuristics should
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be conservative and should identify a separating edge with a very high probability. Conservative rules
lead to better segmentation, whereas, less strict rules result in too many faces. Conservative rules can
sometimes club together several smoothly connected faces (typially �llets and chamfers). However, in
most cases, the constraints of the structure of the �le often prevent such clubbing. When some faces are
clubbed together and recognized as a single face, a visual correction and inspection tool can be used to
separate the faces easily. Fig. 1 shows two examples of segmentation on simple meshes.

Often just one conservative rule is su�cient to segment most CAD-generated STL �les. This rule
uses the sharpness of the edge to identify a face boundary with high accuracy. This single rule works
well for prismatic CAD models that do not contain �llets or chamfers. That said, even in the presence
of �llets and chamfers, where the face boundaries cannot be detected, our algorithm often segments the
face correctly, as long as these faces are bounded on each side by faces that were sucessfully detected.

Overall Algorithm:
Assume that we have a function FindFace that can detect the end of a face in the list of triangles
in the STL �le. This function takes a start index of the face and returns a pair of values, the �rst of
which indicates the end index of the last triangle in the face and the second boolean value that indicates
whether the search was successful. We will describe this function in the next section later. The overall
algorithm FindAllFaces simply calls the FindFace function repeatedly till all the facets are processed.
The function FindAllFaces returns a list of indices indicating where each face ends.

Algorithm 1: Overall Algorithm

Input: body // STL body with connectivity information

F = [f1, f2, · · · , fn] // face edge detection functions

Function FindAllFaces(body, F):

N ← NumTriangles(body)
idxc ← 0 // current start index

I ← [] // list of face end indices

while idxc < N − 1 do
(idxf , valid)← FindFace(body, F, idxc)
if valid then

if failedlast then
I ← I ∪ idxc − 1
failedlast ← false

end

I ← I ∪ idxf

idxc ← idxf + 1

end

else

idxc ← idxc + 1
failedlast ← true

end

end

return I

This algorithm is shown below. Some implementation details have been omitted for legibility. It is also
assumed that the connectivity of the triangles has been computed and stored in a half-edge data structure
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since this is required by the FindFace function. The algorithm must additionally include data-structures
that map a facet to a segmented face and query edges already identi�ed as boundary edges. Properly
caching this information can lead to signi�cant improvements in the performance of the algorithm.

The basic idea is to start with the current index idxc set to 0 and �nd the end index of the �rst face
idxf . If the FindFace function is successful then we add the end index idxf to the list I, update the
start index idxc to idxf +1. If on the other hand the FindFace function fails, then we only increment the
current index idxc by 1 and call the FindFace function again. When all triangles have been processed,
we return the list I from the function, that now contains the end indices of the identi�ed faces.

Face Segmentation Algorithm:
The FindFace function uses a half-edge data structure encoding the connectivity of the triangles in the
STL [6]. The FindFace function is shown below.

Algorithm 2: FindFace Algorithm

Input: body // STL body with connectivity information

F = [f1, f2, · · · , fn] // face edge detection functions

Function FindFace(body, F , idxs):

N ← NumTriangles(body)
idxc ← idxs // current start index

LCl ← [] // list of face boundary coedge lists

while idxc < N − 1 do
MergeCoedgeLists(LCl)
if size(LCl) > 0 ∧AreLoopsComplete(LCl) then

return (idxc − 1, true)
end

f ← GetFacet(body, idxc)
Cl ← FindHardEdgesInFacet(f, F )
LCl ← LCl ∪ Cl

idxc ← idxc + 1

end

MergeCoedgeLists(LCl)
if size(LCl) > 0 ∧AreLoopsComplete(LCl) then

return (idxc − 1, true)
end

return (idxs, false)

The FindFace function maintains a list of coedge lists LCl. The coedges stored in these lists are
those identi�ed by at least one of the edge detection functions F or those marked as face boundary
from previously detected faces. The function starts from the input index idxs and gets the triangle
corresponding to that index. The FindHardEdgesInFacet function tries to identify any face boundary
edges in this facet using the functions F and from previously identi�ed face boundaries. If any such edges
are detected then their corresponding coedges are appended to the list of list CLl. If possible the coedge
is appended to a coedge list to which it is connected. Otherwise a new list is created and the coedges
added to the new list.

Before analyzing the next facet, a function called MergeCoedgeLists is called that tries to identify
and merge the separate lists in CLl if they can be connected. Additionally we check if all the coedge
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lists in the CLl list form loops. If all the coedge lists form loops after merging, then we have successfully
identi�ed a face and return the last index that was analyzed. The implementations of the functions
MergeCoedgeLists, FindHardEdgesInFacet and AreLoopsComplete have been left out.

The FindFace algorithm as shown in Alg. 2 can be slow when it fails to detect a face as, for example,
when it fails to detect a face boundary edge and thus fails to close a coedge loop. In such cases it will
try checking all triangles till the end of the �le but will still fail in every case. To improve performance
the FindHardEdgesInFacet function can return the index of the facet neighboring a hard edge when a
hard edge is found. This index can be used to limit the value of the index till which the algorithm checks
for a valid face.

Visual Inspection and Correction:
With an appropriate set of face boundary detection functions F , many faces in a typical STL �le can be
successfully detected. However in some cases two or more faces which are smoothly connected and occur
next to each other in the STL can get clubbed (this typically happens in the case of �llet or chamfer
chains). Manual user intervention is then required to correct this. Again, the contiguous nature of the
face facets can be leveraged to correct such cases by providing visual feedback to the user.

Fig. 2: Illustrating a segmentation result where �llets have been incorrectly grouped and two more
segmentation results on medium complexity models.

The user �rst opens the STL �le in a visualization application where the faces of the segmented STL
�le are color coded randomly. The user next identi�es by visual inspection any cases where two or more
faces have been inaccurately merged together (refer to Fig. 2). In such cases the user selects a random
triangle in the merged face (1 in Fig. 2) and uses two sliders (2 in Fig. 2) to extend the selection to the
actual face. Once such selection is done the user clicks a button to mark this as a face. Alternately, in
order to further speed up the process of selection, softer versions of the face boundary detection functions
maybe used to extend the user selection to the nearest face boundaries.

Limitations and Conclusions:
Our method does not work with STL �les generated from non-parametric CAD applications, for example,
3D sculpting applications, and reverse engineering applications that generate STL �les from point clouds.
In engineering domains though, the STL �les are typically generated from parametric CAD applications,
and here the facets for each parametric face in the model are always contiguous in the STL �le. Our
method is designed for only such STL �les.

Our method may also sometimes club neighboring faces when they are smoothly connected (for
example, in the case of �llet chains, where the �llets are next to each other in the STL �le, and it
is very di�cult to identify the face edges). This may then require manual correction in regions where a
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perfect segmentation results is expected. That said, the visual inspection and correction tool described
here can signi�cantly reduce the tediousness involved in correcting these segmentation issues.
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