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Introduction:
Engineering companies are sociotechnical systems in which engineers, designers, analysts, etc. use a wide array of software tools as they follow prescribed product development processes. The purpose of these amalgamated systems is to develop new products as quickly as possible while maintaining quality as well as meeting customer and market demands. Task speed up in a parallelized system can be modeled by Amdahl's law and so is governed by how much of a process can be parallelized [1]. Researchers at Brigham Young University have shortened engineering design cycle times through the development of synchronous collaborative CAD tools [8], [9], [13], [16]. Other research teams have shortened design cycle times by extending seamless interoperability across heterogeneous design tools and domains [2]-[7], [10]-[12], [14], [15], [17]-[19]. Multi-engineer synchronous (MES) collaboration across heterogeneous CAD environments is the focus of this paper. A logical architecture that supports both MES collaboration and interoperability is defined and tested for robustness and proposed as the start of a new standard for interoperability. In particular, a pseudo-singleton pattern is proposed to ensure data stability despite unordered data and a multi-engineer synchronous heterogeneous (MESH) object class pattern is proposed to allow heterogeneous clients to interoperate even if the server has no knowledge of the client. This architecture has demonstrated design and modeling interoperability between Siemens' NX, PTC's Creo and Dassault Systemes' CATIA CAD applications and interoperability between Siemens' NX and Dassault Systemes' CATIA are specifically demonstrated in this paper. The 2D point, 2D line, 2D arc, 2D circle, 2D spline, 3D point, extrude, and revolve features have been demonstrated. Complex models have successfully been modeled and exchanged in real time across heterogeneous CAD clients and have validated the architectural approach proposed for MESH CAD data storage.

Main Idea:
Jensen, Red et al. [20] developed NXConnect which provides real-time MES modeling between NX clients. This technology is currently under commercialization [10]-[12]. Cai created a multi-user SolidWorks experience using similar ideas to NXConnect [2]. Maher did similar research using AutoCAD [16]. While these systems support concurrent collaboration within a homogeneous CAD environment, they do not support a synchronous heterogeneous CAD design environment.

The ideal CAD environment would support concurrent collaboration with the union of CAD features across heterogeneous CAD systems. The purpose of this research is to define a neutral format which merges the principles used to create a MES CAD system with those used to create a heterogeneous CAD system to create a new MESH architecture.
Bowman et al. have developed a neutral parametric database (NPDB) that serves as a neutral storage format for CAD data. [7] It fulfills key requirements that previous neutral formats have not. First, it is based off of the mathematical definition of parametric features rather than the CAD system's proprietary definition. Second, the neutral parametric database is normalized to prevent update anomalies. Third it has been shown to be compatible with an object oriented class structure mapping and finally, it was implemented using industry best practice tools and methods.

The singleton pattern is a pattern of design in software engineering where the instantiation of a class is limited to the creation of one object. This is done primarily to eliminate the use of global objects and variables but still allow the programmer to access static data. It also allows the user to implement interfaces which allows them to pass the singleton as an object into functions. This ability is the main difference that separates the singleton pattern from a static class.

Both MUS homogeneous CAD and single-user CAD translation software exist in the literature, however there has not been MESH CAD software demonstrated. In order to extend multi-user homogeneous CAD software there are a number of problems that must be solved. First was the development of a new data storage standard capable of storing heterogeneous CAD data easily while avoiding update anomalies. This has been developed by Bowman et al. and is known as the NPDB. Another two key problems are first that a MESH client must be able to map a flat list of feature commands to an associative feature tree-structure and second that the system be client-agnostic.

In order for a system to support parametric CAD models properly, it must represent them as a directed acyclic graph (DAG) where the nodes are features and the edges are parent-child relationships between features as shown in Fig. 1.

![Fig. 1: CAD Data should be represented as a Directed, Acyclic Graph.](image-url)

This is difficult in a client-server architecture because computer queries typically return a list of features with no regard for their dependencies. The listed features not only don’t clearly display dependencies but they can also be returned in a random order. For example, if you queried all of the features from Fig. the result might look like the following numbered list:
1. Feature 2
2. Feature 3
3. Feature 4
4. Feature 1

Unfortunately, the part model cannot be built in this order because feature 4 depends on features 2 and 3, feature 3 depends on feature 1, and feature 2 depends on feature 1. So, the order this model must be built is as follows:

1. Feature 1
2. Feature 3
3. Feature 2
4. Feature 4

Any other build order would result in a fatal application exception. Finding the correct build order for a part is a critically important and difficult task.

The intuitive way to solve a problem like this is to explicitly find and maintain the correct feature order using consistency managers, but the logic for this type of architecture is difficult to develop and must be changed whenever feature definitions are modified. It also requires significant computation time to determine the dependency order and significant memory to store all dependencies for all features of all parts within the assembly. This approach is unlikely to scale to a large assembly with hundreds of thousands of parts and millions of features.

Another way to solve this issue is through the pseudo-singleton pattern which is a development from the singleton pattern discussed in the background. The pseudo-singleton pattern makes its class constructor private and only allows uniquely identified instances of itself to be queried. If the uniquely identified instance exists it is returned from a static dictionary. If the instance has not been created the class queries the server for the instance, adds it to the static dictionary and returns it. In this way feature instances can be used by a client developer without taking concern for their associations. In other words, any feature built from the pseudo-singleton pattern maintains its own dependencies with no further logic. Sample code that illustrates this pattern is shown in Fig. 1.

```java
public class PseudoSingleton
{
    private static Dictionary<Guid, PseudoSingleton> Instances;

    private PseudoSingleton(Guid Id) { }

    public static PseudoSingleton GetInstance(Guid Id)
    {
        if (!Instances.ContainsKey(Id))
            Instances.Add(Id, new PseudoSingleton(Id));

        return Instance[Id];
    }
}
```

Fig. 1: The Pseudo-Singleton Pattern.

The utility of this pattern can be demonstrated by assigning features to the DAG shown in Fig. 2. Below in Fig. 2 is a DAG representation of a part containing a coordinate system (CSYS), a 3D Point built from that CSYS, another point built from the CSYS and relative to the first point, and a line connecting the two points.
Assigning those features to the queried feature list mentioned above we would get the following list of feature messages:

1. 3D Point 2
2. 3D Point 1
3. Line
4. CSYS

The first feature, 3D Point 2 has a dependency on CSYS and a dependency on 3D Point 1. When this message is processed, 3D Point 2 calls the “GetInstance” method, passing in CSYS’s GUID. Since CSYS is not yet in the feature dictionary its constructor is called, it is added to the feature dictionary and it is returned to 3D Point 2. 3D Point 2 then calls the “GetInstance” method passing in 3D Point 1’s GUID. Since 3D Point 1 is not yet in the feature dictionary its constructor is called. 3D Point 1 is built off of CSYS so 3D Point 1’s constructor calls the “GetInstance” method passing in CSYS’s GUID. Since CSYS is already in the feature dictionary it is simply returned. 3D Point 1 is then added to the feature dictionary and returned. The dependency graph for 3D Point 2 has automatically been assembled. The point is created and added to the feature dictionary.

The second feature, 3D Point 1 has already been placed in the feature dictionary so when the loading algorithm reaches its message it simply verifies that it is already in the feature dictionary and moves on.

The third feature, Line has a dependency on 3D Point 1 and 3D Point 2. When this message is processed, Line calls the “GetInstance” method, passing in 3D Point 1’s GUID. Since 3D Point 1 is already in the feature dictionary it is simply returned. The same happens for 3D Point 2 since it is also in the feature dictionary. The dependency graph for Line has automatically been assembled. The line is created and added to the feature dictionary.

The final feature, CSYS, has already been placed in the feature dictionary so when the loading algorithm reaches its message it simply verifies that it is already in the feature dictionary and moves on.
Conclusions:
This research defines a logic architecture that enables a CAD client-server architecture to work with unordered feature data and irrespective of which commercial CAD client or clients are being used. The architecture of the program developed at BYU to validate this approach consists of database, communication, logic, and client tiers in a standard N-tiered architecture. Data is stored in a NPDB using a TPT mapping method. When changes are made to the database, the communication tier handles messages to and from the server, client, and database. The logic tier contains classes with methods for creating and updating features bi-directionally between client and server. The client tier tracks a user's actions and passes features to the logic tier for neutralization and storage. This architecture supports concurrent collaboration between the NX, CATIA, and Creo CAD systems. This paper focused on interoperability between NX and CATIA only, however Creo is now in the testing phase. The 2D point, 2D line, 2D arc, 2D circle, 2D spline, 3D point, extrude, and revolve features were developed. All users work at the same time creating features on their own CAD client. As a user exits their sketch the changes made by other users are pulled to their client in real time so that the model on all screens stays in sync. Any conflicts can be prevented using the methods proposed by Hepworth et al. [11]. For example, Fig. 3 shows a collaborative session between one NX user, one CATIA user and one Creo user. All are working together in the same session. They can see the operations their collaborators have completed as they complete them and all can edit simultaneously.

Fig. 3: A Catia user, NX user and Creo user collaborating on a rocket assembly.

As mentioned before, the industry members we work with all strive to develop high-quality products as quickly as possible. The aim of the research done in the Brigham Young University site of the National Science Foundation Center for e-Design is to help them shorten their product development lifecycle by making their engineering methods more efficient, enabling them to reduce non-recurring costs without quality loss. BYU researchers have done this by allowing engineers to work in a more synchronous way than before. A number of other researchers have worked toward the same goal by studying seamless interoperability between heterogeneous engineering CAD clients. The goal of this paper was to demonstrate the steps BYU has taken to merge these two areas of research. A functional prototype MESH CAD client-server architecture with logic rules to support unordered feature data and a client-agnostic server was developed. A core set of features were chosen for implementation that allow for non-trivial model generation. Moderately complex modeling tasks were completed by small teams using the prototype in order to demonstrate that the client server approach taken and the NPDB data storage method are functionally sound.
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