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## Introduction:

Given a set of axis-aligned rectangles $R_{0}, \ldots, R_{n}$ in the plane, for each query rectangle $R_{q}$ we are looking for a set of rectangles $R_{k}, \ldots, R_{l}$ so that $R_{i} \subset R_{q}, i=k, \ldots, l$. That is, we are looking for all rectangles that are contained inside $R_{q}$. In order to serve certain applications such as VLSI design and graphical queries, we are also looking for a set of rectangles so that $R_{q} \subset R_{i}, i=k, \ldots, l$. That is, all rectangles are sought so that they enclose the query rectangle $R_{q}$. The algorithm presented herein will remove both contained and enclosed rectangles simultaneously.


Fig. 1: Typical geometrical shape represented by a boundary and a set of rectangles.
This problem arises in applications where rectangles are used to describe shapes. Fig. 1 shows such a shape with a small set of rectangles covering a percentage of the free-form area. One way to generate such a set of rectangles is via region growing: select a guiding curve such as the medial axis, then for each discretized point on the medial axis grow a rectangle until it hits the boundary, i.e. until it cannot be grown any further without leaving the boundary or creating a skewed rectangle. Fig. 2 shows the process for one branch of the media axis. On the left a large set of 40 rectangles are produced via region growing creating lots of containments. On the right all containment and enclosures have been removed to generate 15 non-containing rectangles; more than half of the rectangles were unnecessary!

Since our main application is to generate area NURBS from these rectangles, containment is not allowed to produce meaningful shapes.


Fig. 2: Rectangles obtained via region growing: original rectangles (left), containment removed (right).

## Methodology:

The algorithm presented herein has the following major components:

1. Data preparation: a grid data structure is built to assist the algorithm with fast range searching.
2. Pre-processing: each rectangle is processed into a set of cells in the grid structure that cover the given rectangle. On average about $5-15 \%$ of the total number of rectangles are associated with a cell.
3. Remove containment: for each query rectangle find all candidates that may contain this rectangle using the built grid structure. Once containment is found, update the global rectangle structure as well as the local cell indexes.
4. Get a parallel implementation on GPUs: assign a processor to a group of cells and perform the elimination in parallel for a faster performance.

## Analysis:

The performance of the method depends greatly on the number of rectangles as well on the density. Nearly linear-time performance is possible on random sets as well as on sets describing shapes up to about 10,000 rectangles. Then as the density increases, so does the time complexity. The performance on GPUs is very good: using a 128 -core processor, the problem is tackled in linear time up to 8,000 points within a very small fraction of a second.

## Summary:

A robust algorithm for the rectangle enclosure and containment problem is presented. It is used extensively in VLSI design and proved to be stable, reliable with very little maintenance. It operates on a dynamic data structure and performs quite well even on a single processor up to some 5,000-10,000 rectangles, depending on density. The method admits easy parallel implementation and performs very well even on random data with a high level of density. Future applications will include shape similarity, image registration or layered manufacturing using rectangular shots.
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